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Abstract 

Deep learning provides a set of techniques for detecting complex patterns in data and is a critical 
component of the burgeoning artificial intelligence revolution, enabling transformative 
advancement in a variety of fields. However, when the causal structure of the data-generating 
process is underspecified, deep learning models can be brittle, lacking robustness to shifts in data-
generating distributions. In this paper, we demonstrate that methods and concepts familiar to system 
dynamics modelers can be used to address this problem of brittleness, thereby improving the 
efficacy of deep learning systems. Specifically, we turn to loop polarity analysis as a tool for 
specifying the causal structure of a data-generating process, in order to encode a more robust 
understanding of the relationship between system structure and system behavior within the deep 
learning pipeline. We use simulated epidemic data based on an SIR model to demonstrate how 
measuring the polarity of the accumulations of the different feedback loops that compose a system 
can lead to more robust inferences on the part of neural networks, improving out-of-distribution 
performance and infusing a system-dynamics-inspired approach into the deep  learning pipeline. 
This case study provides one example of how to leverage an understanding of the causal structure 
of a data-generating process to extract low-dimensional summary statistics that in turn allow us to 
build more robust deep learning pipelines. Code for this paper is available at 
https://github.com/davidbkinney/loop_polarity_underspecification.  
 
 

Introduction 

 The term “deep learning” refers to a subfield of machine learning that uses a set of algorithms and 

computational architectures based on layers of neural networks for estimating unknown functions from 

data. While deep learning encompasses a wide variety of different techniques, at its core, deep learning 

aims to use training data to estimate a vector of weights, which is then used to parameterize a function that 

approximates a data-generating process. In other words, deep learning aims to use data to make inferences 

about the structural features of reality that generate those data. Deep learning has proven to be an extremely 

useful tool for both classification and prediction in a wide range of use cases and has become a critical 

component of the burgeoning AI revolution, enabling transformative advancement in a variety of fields. 

The domains in which deep learning has been successfully applied include but are not limited to: image 

recognition and classification (He et al., 2015), facial recognition (Schroff et al., 2015), fraud detection in 
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financial data (Mienye et al., 2024), diagnostic radiology (McBee et al., 2018), and flood forecasting 

(Nearing et al., 2024). Perhaps most famously, deep learning techniques are at the core of large language 

models (Brown et al., 2020), which are extremely powerful tools for predicting and generating fluent text 

responses to input prompts. Thus, deep learning has emerged as a ubiquitous technique for inference across 

a wide range of scientific domains. 

 Despite their success in many domains, applications of deep learning are also notoriously brittle. 

When deployed in a setting that is sufficiently different from the setting in which their training data were 

generated, the accuracy of deep learning algorithms can severely, if not completely, deteriorate 

(Goodfellow et al., 2016; Hendrycks and Dietterich, 2019; Barbu et al., 2019). D’Amour et al. (2020) argue 

convincingly that this brittleness is especially liable to occur in cases where a deep learning pipeline is 

underspecified. By a “deep learning pipeline,” we mean a sequence of human decisions and technical 

components (e.g., training datasets, test datasets, training algorithms, or hardware) that lead a real-world 

problem to be understood, formulated as a deep learning problem (i.e., as a problem in which our goal is 

approximate an unknown data-generating function), and putatively solved by inducing a model or predictor 

that approximates the true data-generating process. In this paper, we hypothesize that concepts of 

accumulation and loop polarity developed in the system dynamics literature can be deployed in a deep 

learning pipeline to reduce underspecification, providing opportunities for system dynamics practices and 

practitioners to play critical roles in influencing and improving the broader AI ecosystem. Using a 

simulation-based computational experiment, we find evidence in favor of this hypothesis. 

To introduce the concept of underspecification, D’Amour et al. begin with a definition of an 

underspecified problem, writing that “the solution to a problem is underspecified if there are many distinct 

solutions that solve the problem equivalently” (2022, p. 3). To illustrate via a toy example, suppose that, 

according to ground truth, the following facts all hold: 1) a person spends $500.00 on hot dogs, burgers, 

and ears of corn; 2) hot dogs cost $5.00 each, burgers cost $6.00 each, and ears of corn cost $4.00 each; 3) 

the person bought 100 food items (which include only hot dogs, burgers, and ears of corn) in total; and 4) 

the person bought three times as many ears of corn as they did hot dogs and hamburgers combined. If our 



Leveraging Loop Polarity to Reduce Underspecification in Deep Learning 

3 

problem is to determine how many hot dogs (x), hamburgers (y), and ears of corn (z) they bought, then we 

can just solve the system of linear equations:  

 

 

 

This problem is not underspecified, since there is a unique solution for x, y, and z that solves these three 

equations. If, however, we only knew that: 1) a person spends $500.00 on hot dogs, burgers, and ears of 

corn; 2) hot dogs cost $5.00 each, burgers cost $6.00 each, and ears of corn cost $4.00 each; and 3) the 

person bought 100 food items in total, then we would only be able to write the first two of the three equations 

above, and solving for x, y, and z would become an underspecified problem.1 

From this definition of an underspecified problem, D’Amour et al. build up to a definition of an 

underspecified pipeline in deep learning. An underspecified deep learning pipeline is one that can produce 

multiple different solutions that satisfy the same evaluation criteria; i.e., the problem of solving the 

pipeline’s evaluation criteria is underspecified. As D’Amour et al. put it: 

In the context of ML [i.e., ‘machine learning,’ which we take here to be inclusive of deep learning], 
we say an ML pipeline is underspecified if there are many distinct ways for the pipeline to produce 
a predictor that satisfies the pipeline’s validation criterion equivalently, even if the specification of 
the pipeline (e.g., model specification, training data) is held constant (2022, p. 3).  
 

Citing the example above,  if a deep learning pipeline’s validation conditions were such that a valid output 

for x, y, and z had to be a solution to all three equations, then that pipeline would not be underspecified, 

since only a single predictor would be valid (namely, whatever predicts the purchase of 50 hot dogs, 25 

burgers, and 25 ears of corn). However, if we suppose instead that a pipeline’s validation conditions were 

such that a valid output for any x, y, and z only had to be a solution to the first two equations in the linear 

system defined above, then that pipeline would be underspecified, since multiple predictors would yield 

valid solutions. More generally, when the deep learning pipeline yields a problem specification  - which 

 
1 An example of this form is suggested by D’Amour et al. when they write that “the solution to an underdetermined 
system of linear equations (i.e., more unknowns than linearly independent equations) is underspecified, with an 
equivalence class of solutions given by a linear subspace” (2022, p. 3). 
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includes the validation criteria - that lacks a unique solution, deep learning algorithms are more likely to 

generate a putative model of the data-generating process that is not isomorphic to or representative of the 

“ground truth” data-generating structure. When such a model is deployed in a setting beyond the training 

data, its predictions are liable to be inaccurate or misguided, because the model ultimately lacks fidelity to 

the true data-generating process. 

 The underspecification problem in deep learning is well-known, and there have been many attempts 

to address it in the machine learning literature. Ross et al. (2017) introduce techniques to train predictive 

models that are “right for the right reasons,” meaning that these models provide a generalizable explanation 

of why they produce the (accurate) predictions that they do. Specifically, they demonstrate that manually 

flagging some dimensions of parameter space as relevant or irrelevant to prediction (or iteratively restricting 

the model to using only some dimensions in an automated fashion) produces models that only generate 

predictions by exploiting parameters that are intuitively relevant to prediction or classification problem at 

hand. This addresses underspecification by eliminating from consideration models that are right for the 

wrong reasons in that they produce accurate predictions about their training data but fail to instantiate 

generalizable, explanatory models of the underlying phenomenon being modeled. Schölkopf (2022) has 

argued that deep learning algorithms should be designed not just to make accurate predictions but to 

accurately capture the underlying causal structure of the systems they are making predictions about, thereby 

reducing brittleness and increasing generalizability. More recently, Tsai et al. (2024) have also aimed to 

exploit the underlying causal structure of the data-generating process to identify proxy variables that act as 

reliable predictors across all domains. 

The approach that we pursue here is similar in spirit to these previous works, in that we aim to 

exploit explanatory, causal models of data-generating processes in an attempt to reduce underspecification. 

However, whereas these previous approaches have tended to draw on acyclic causal models, we turn to the 

inherently feedback-driven, temporally structured causal models used in system dynamics. Specifically, we 

use the polarity of the accumulations of the feedback loops identified in stock-and-flow models as predictors 

of key system characteristics (in our case, the effective reproduction number of an epidemic at a given 
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period in time). We show that this system-dynamics-inspired approach improves the out-of-distribution 

performance of deep learning models; this is good evidence that we are reducing underspecification. To our 

knowledge, ours is the first study that explicitly aims to use loop polarity measurements as a way of 

reducing underspecification in deep learning models. While we present just this single case study here, we 

take our results to be illustrative of a broader point: formally representing the causal structure of a data-

generating process in a stock-and-flow model can allow us to extract low-dimensional summary statistics 

that in turn allow us to build robust deep learning pipelines. 

 In contrast with deep learning, system dynamics uses causal loop diagrams and stock-and-flow 

diagrams to represent data-generating processes. Though the details of these models will be familiar to 

readers in system dynamics, we briefly present them here so as to contextualize our subsequent results. 

Causal loop diagrams are composed of three basic elements: nodes, connections, and feedback loops 

(Barbrook-Johnson and Penn 2022, p. 48). Nodes represent variables within the data-generating structure 

(i.e., any quantity in the structure that can be described as going up or down over time) and connections 

(or, to use the terminology of Sterman, 2000, links) represent asymmetric relations of causal influence from 

Fig. 1: Causal loop diagram due to Lin et al. (2020) representing a balancing (negative polarity) 
feedback loop formed by the predator-prey dynamics of an ecosystem of sheep and wolves. 
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one node to another, and can be either positive or negative depending on how changes in the variable at the 

tail of the arrow (i.e., the cause) lead to corresponding changes in the variable at the head of the arrow (i.e., 

the effect). The most important features of causal loop diagrams for our current purposes are feedback 

loops, which are collections of nodes and connections such that one can use the connections to trace a 

directed path from any node in the loop back to itself. Following Richardson (1995), we note that feedback 

loops can be either balancing or reinforcing. The valence of a feedback loop (i.e., whether it is balancing 

or reinforcing) is sometimes called the polarity of that feedback loop; balancing feedback loops have 

negative polarity, while reinforcing feedback loops have positive polarity.2 Again following Richardson 

(1995, p. 68), we define the polarity of the feedback loop affecting a level  via the equation: 

, 

where the function sgn(x) returns the value 1 if x>0, -1 if x<0, and 0 otherwise. It has become a core tenet 

of contemporary system dynamics that, depending on the structure of the data-generating process, certain 

loops in a causal loop diagram will be dominant, in the sense that their having a positive or negative polarity 

is a key driver of overall system behavior (Schoenberg et al. 2020, p. 159). This yields an overall account 

of system understanding in which one understands a system when and because one understands how the 

feedback loops that compose the system drive overall system behavior.  

However, to fully understand the drivers of feedback loops when accumulation and delay is present, 

a more detailed representation of the dynamics of a system, of the kind provided by a stock-and-flow 

diagram, is required. See Fig. 2 for an example, also due to Lin et al. (2020), of a stock-and-flow diagram 

that provides a fuller representation of the dynamical system from which the balancing feedback loop 

between sheep and wolves shown in Fig. 1 emerges.  Crucially, in a stock-and-flow diagram, flows can be 

represented mathematically as a time-dependent function (i.e., a time series). For instance, in Fig. 2, the 

 
2 Note that system dynamics practitioners are sometimes taught that if the number of connections or links in a 
feedback loop with negative sign is even, then the feedback loop will have positive polarity, with negative polarity 
otherwise. However, as Sterman notes, this is a heuristic rather than a rigorous definition of polarity (2000, p. 144). 



Leveraging Loop Polarity to Reduce Underspecification in Deep Learning 

7 

birthing process is an inflow into the stock of wolves, and the dying process is an outflow from the stock 

of wolves. Letting bw(t) be the number of wolves born at a given time t and letting dw(t) be the number of 

wolves that die at t, the accumulation of the stock of wolves over a given time interval [0,t] is 

 (Sterman 2000, p. 194). In light of this mathematical definition, we can also 

calculate the polarity of an accumulation over a given time interval to determine whether, as the level of 

the accumulation increases or decreases, the difference between inflows and outflows moves in the same 

or the opposite direction. Polarities of accumulations will play a crucial role in our application of system 

dynamics concepts to the deep learning pipeline. 

In what follows, we leverage stock-and-flow diagrams (SFDs), and the account of system 

understanding that they engender, to address the underspecification problem in deep learning. In particular, 

we will show how integrating an SFD representation of the data-generating process into the deep learning 

pipeline, while also selecting and preparing training data in a way that tracks the polarities of the loops that 

compose a system, can result in deep learning pipelines that are more completely specified and more robust 

to shifts in the underlying data-generating distributions (i.e., they are less brittle). Since brittleness is 

Fig. 2: Stock-and-flow diagram representing the same system as the causal loop diagram in Fig. 1. 
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understood to be a byproduct of underspecification in the deep learning pipeline, we take our results to be 

indicative of the capacity for systems thinking and SFDs to reduce underspecification. 

 The remainder of this paper proceeds as follows: in the next section, we provide more technical 

details on the problem of underspecification in the deep learning pipeline. After that, we introduce a case 

study involving an attempt to use deep learning to classify the polarity of the feedback loops that control 

the overall level of infections in an epidemic. Using a fairly simple version of the SIR (Susceptible, Infected, 

Recovered) model of epidemic dynamics, we can build an SFD and measure loop polarities in a way that 

improves the performance of a deep learning model on this classification task, as opposed to a more naive, 

baseline approach. We then discuss the significance of these results for the broader relationship between 

deep learning, system dynamics, and artificial intelligence. Code implementing our computational 

experiment is available at https://github.com/anon92189/loop_polarity_underspecification.  

Underspecification in the Deep Learning Pipeline 

 We will use the term “deep learning” to refer to any algorithmic process for using a set of training 

data points to approximate a function from features to outputs. To be more precise, consider a set of training 

data points {(𝑥1, 𝑦1), . . . , (𝑥! , 𝑦!)	}, where each 𝑥" is a feature vector in a d-dimensional real vector space 

and each 𝑦" is a real number output. We assume that each 𝑦" is computed from each 𝑥" by finding the value 

of a data-generating function 𝑓(𝑥"), perhaps with some irreducible stochasticity or noise affecting the 

computation. Deep learning aims to approximate this data-generating function by using training data to 

learn a vector of parameters 𝜃, which defines a function 𝑓# that can be used to compute outputs from 

features. Many different architectures and algorithms exist for taking in training data and then using those 

data to learn weights that define a function 𝑓# that is a close approximation of the unknown data-generating 

function 𝑓, in the sense that for any pair (𝑥" , 𝑦") in the training data, the value of  

𝑓#(𝑥") is sufficiently close to 𝑦"= 𝑓(𝑥"). The details of these different algorithms (e.g., neural network 

training with gradient descent) need not detain us here. Since 𝑓# is an approximate representation of the 
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true data-generating function 𝑓, it is sometimes referred to as a “model” of the data-generating function 

(also called a “data-generating process,” or “DGP”).  

What will concern us are the human choices (e.g., the choice of training data, the choice of 

algorithm and architecture, and the choice of specific vectors to represent inputs and outputs of the DGP) 

that are made throughout the deep learning pipeline described in the previous paragraph. Indeed, before 

training data are even collected, practitioners must first leverage domain expertise and background 

knowledge about the problem domain in order to develop a robust qualitative, conceptual understanding of 

both the problem that they are trying to solve as well as the DGP their solution will estimate.  From there, 

the problem can be formulated in terms that are tractable in the context of deep learning; that is, practitioners 

state the problem that they are trying to solve and establish evaluation criteria in terms of the outputs that 

they are trying to predict from a specific set of possible inputs/features that a DGP might instantiate. Next, 

practitioners select and prepare training data that are collected from the DGP, before feeding that data into 

any number of learning algorithms to train and evaluate a model of the DGP. Finally, once this model is 

sufficiently trained and evaluated (and found to have high accuracy), we end up with a model of the DGP 

that is capable of inferring outcomes from novel features (i.e., features not included in the training data set). 

See Fig. 3 for a schematic representation of this deep learning pipeline. 

 As described in the introduction, our aim in this paper is to use techniques from system dynamics 

to reduce the threat of underspecification in the deep learning pipeline. We do this using an example in 

which we classify the behavior of an epidemic based on the underlying data generated by that epidemic. 

Fig. 3: A schematic representation of the deep learning pipeline. 
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There are three specific techniques from the system dynamics literature that we deploy. First, at the stage 

of the pipeline where a problem is specifically formulated in terms amenable to deep learning, we will also 

use terms with a well-defined meaning in the system dynamics literature. Specifically, we will use the 

language of the polarity of accumulations of feedback loops during the problem understanding and 

formulation  phases. Second, during the training data selection and preparation phase of the pipeline, we 

will use simulation techniques from system dynamics in order to generate synthetic training data according 

to an a priori causal theory of the data-generating process (an SIR model of an epidemic), where this causal 

theory is representable as a system of differential equations that are consistent with an SFD. Finally, and 

also during the training data selection and preparation phase, we will manually engineer the feature vectors 

of our training data to measure the polarity of different feedback loops in our causal model of the DGP. The 

result is a novel instance of the deep learning pipeline that is thoroughly imbued with the vocabulary and 

techniques of systems dynamics. Most importantly, we show that this reformulation of the deep learning 

pipeline is effective, significantly outperforming a naive, baseline approach to the same problem. We begin 

this demonstration in the next section, by introducing the details of our case study. 

Case Study: Understanding an Epidemic 

Suppose that a non-fatal epidemic is occurring within a given population. At each time period t, we 

have access to the number S(t) of susceptible individuals in the population (i.e., those who have not yet 

been infected), the number I(t) of currently infected individuals in the population, and the number R(t) of 

recovered individuals in the population. For any given time period, we are interested in a crucial, system-

level behavior of the epidemic: is the effective reproduction number greater than or equal to one? In 

epidemiology, the effective reproduction number of an epidemic is the average number of new infections 

caused by an infected individual at a given time period (Cintrón-Arias 2009, p. 265). Following a standard 

compartmental model of an epidemic, we assume that the spread of the disease is governed by the following 

differential equations: 
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where N is the total population,  is the transmission rate of the epidemic at time period t (i.e., the 

expected number of times per time period that each infected person transmits the disease to a susceptible 

person), and  is the recovery rate of the epidemic at time t (i.e., the probability that an infected person 

recovers on a given day). The effective reproduction number at time period t is given by the equation: 

. 
 

As per the differential equations governing the system, the time derivative of the infection rate can be re-

written as follows: 

. 
 

Substituting the time derivative of the infection level in the equation for the effective reproduction number 

for the expression in the RHS of the equation immediately above and simplifying yields: 

. 
 

Thus, given a constant population, the effective reproduction number for a given time period t is a function 

of the transmission rate, recovery rate, and the size of the susceptible population at t. If the effective 

reproduction number at a given time period is greater than one, then each infected person 
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produces more than one infection, and so the infection is expanding. If the effective reproduction number 

at a given time period is less than one, then each infected person produces more than one infection, and so 

the infection is contracting. 

 Fig. 4 shows a canonical SFD representation of an epidemic system governed by an SIR model, 

following the presentation in Sterman (2000, p. 304). There are three feedback loops in this model. The 

first is a balancing feedback loop between the susceptible population stock and the flow from the susceptible 

stock to the infected stock. As the susceptible population decreases, outflows to the infected population 

decrease, leading to a decrease in the rate of decline in the susceptible population. This loop is governed 

mathematically by the term  in the differential equations. The second loop is a 

reinforcing loop between the infected population stock and the flow from the susceptible stock to the 

infected stock. As the infected population increases, inflows to the infected stock increase, thereby 

increasing the rate of change in the infected population. This loop is also governed mathematically by the 

term  in the differential equations. Finally, there is the balancing loop between the 

infected population and the flow from the infected stock to the recovered stock. As the number of infected 

people increases, outflows to the recovered population increase, leading to a decrease in the rate of increase 

in the infected population. This loop is also governed mathematically by the term  in the differential 

Fig. 4: SFD of the SIR model used for our computational experiments (Sterman 2000, p. 304). 
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equations. Thus, we have two mathematical terms -  and  - governing the loops 

in the SFD representation of the epidemic system governed by the SIR model. This fact will play a crucial 

role in the computational experiments described below. 

 We begin our case study by simulating 100 epidemics, each with 100 time periods, that are 

governed by the differential equations described above. Specifically, we use the ODEInt Python package 

to generate values for S(t), I(t), R(t) for time periods in the interval [1,100], assuming a fixed population of 

N = 1.0x106 and a single initial infection. At each period t,  and  are generated by sampling from a 

probability distributions: 

 

 

where  is a truncated normal distribution with mean 1, standard deviation 

.5, lower bound 0 and infinite upper bound, and  is a beta distribution with parameter 

 and , implying a mean of .1. At each time period t of each epidemic, we save the 

values S(t), I(t), and R(t), as well as the value of a binary variable that takes the value 1 if the effective 

reproduction number is greater than or equal to 1, and zero otherwise. When calculating the effective 

reproduction number, we use the actual sampled values of  and  so as to store the “ground truth” 

effective reproduction number (recall Equation 6 defining the effective reproduction number). 

 These simulations yield a data set with 10,000 rows (one for each time period for each epidemic) 

and columns for each value of S(t), I(t), R(t), and the binary effective reproduction number (i.e., a binary 

variable representing whether the effective reproduction number is greater than or less than 1). We focus 

on the binary effective reproduction number because it is an example of the coarse-grained, qualitative 

information that many model users find most important: it tells us whether the epidemic is expanding or 

contracting (Cintron-Arias et al., 2011, p. 261). Here is an example of what this data set looks like: 
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Ultimately, our goal will be to use SIR data to predict the binary reproduction number across all time periods 

and epidemics. However, because we will build a classifier that predicts the binary effective reproduction 

number using transmission and recovery rates, which can only be estimated from data spanning multiple 

time periods, we will need to transform this data set slightly to turn it into a training set that can be used to 

train a neural network model to approximate the function mapping S, I, R data to the binary effective 

reproduction number for a given time period. Specifically, we produce a data set with 9,800 rows, with 

each row corresponding to a three-period time interval in a particular epidemic. Here is what this data set 

looks like for a single simulation: 

Epidemic t S(t) I(t) R(t) Binary Effective Reproduction 
Number 

1 1 999,999 1 0 1 

1 2 999,996 4 0 1 

1 3 999,988 11 1 1 

… … … … … … 

100 98 57 296 999,646 0 

100 99 57 268 999,675 0 

100 100 57 240 999,703 0 

Epidemic t S(t-2) I(t-2) R(t-2) S(t-1) I(t-1) R(t-1) S(t) I(t) R(t) Binary Effective 
Reproduction 
Number 

1 2 999,999 1 0 999,996 4 0 999,988 11 1 1 

1 3 999,996 4 0 999,988 11 1 999,961 36 3 1 

… … … … … … … … … … … … 

100 99 57 306 999,637 57 296 999,646 57 268 999,675 0 

100 100 57 296 999,646 57 268 999,675 57 240 999,703 0 

Table 1: Initial presentation of the data generated by our simulation. 

Table 2: Training data generated by our simulation. 
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It is this second data set that forms the basis of the question we ask in this case study: can we use this data 

set training data to build a neural network model that accurately predicts the binary effective reproduction 

number at time period t using only S, I, R data from time periods t-2, t-1, and t, even when parameters  

and  are sampled from very different distributions than those used to produce the training data? If we 

can build a model that is robust to these kinds of distribution shifts, then it will serve as evidence that we 

have gone some way toward mitigating the problem of underspecification.3 

 In the computational experiment presented herein, we will show that while a naive, baseline 

approach to learning the relationship between S, I, R data and the binary effective reproduction number 

fails to learn a model that is robust to a distribution shift, a system-dynamics-inspired approach can learn 

such a model. This provides evidence of the fecundity of system dynamics approaches for addressing the 

problem of underspecification in deep learning. In what follows, we describe the methodology of these 

computational experiments, before presenting the results. 

Method 

The Baseline Approach to Neural Network Training 

 In our baseline approach, we directly use the data shown in Table 2 to train a neural network to 

classify the binary effective reproduction rate of an epidemic at time period t, using the S, I, R data from 

periods t-2, t-1, and t. To clarify, recall that neural networks are trained on data of the form 

,(𝑥1, 𝑦1), . . . , (𝑥9,800, 𝑦9,800)	-, where each 𝑥" is a feature vector in a d-dimensional real vector space and 

each 𝑦" is a real number output. Here, we let each feature vector 𝑥" be a nine-component vector with 

components [S(t-2), I(t-2), R(t-2), S(t-1), I(t-1), R(t-1), S(t), I(t), R(t)], and let each 𝑦" be the value of the 

binary variable representing whether the effective reproduction number at t is greater than or less than one. 

We train a neural network with nine input neurons, two nine-neuron hidden layers where each neuron has 

the rectified linear unit activation function, and a single-neuron output layer with a sigmoid activation 

 
3 For the sake of clarity, we emphasize that the effective reproduction number can be estimated for a single time period 
t. Indeed, each row of Tables 1 and 2 corresponds to a single time period t. However, in our deep learning pipeline, 
we use the S, I, R data for times t-2, t-1, and t to predict the effective reproduction number for a single time period t.  
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function. To train this model to estimate a function from feature vectors to outputs, we initially feed it all 

9,800 feature vectors and ask it to take a guess as to the actual value of the output vector for each input 

vector. Based on the accuracy of these initial guesses, we adjust the parameters and then repeat the process. 

Each repetition is called an epoch.  

For each epoch, we measure both the accuracy and the loss of our model. To calculate accuracy, 

we begin by noting that the model outputs as its prediction of the binary effective reproduction number a 

real number between zero and one. So, for each epoch, we round the model’s guess as to the binary effective 

reproduction number for each column of Table 2 to zero or one, and then calculate the percentage of 

predictions that match the ground truth to obtain the accuracy. Higher values indicate greater accuracy. To 

calculate loss, we measure the average value of the negative logarithm of the difference between the true 

value of the binary effective reproduction number and the prediction made by the model. For loss, smaller 

values are better. Fig. 5 shows the accuracy and loss across all 150 epochs when training the baseline model. 

As can be seen, accuracy settles around 92.5% as the model is trained, while loss bottoms out at 

approximately .15. 

Fig. 5: Accuracy and Loss across all training epochs for the baseline approach. 
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The SD-Inspired Approach to Neural Network Training 

 Like the baseline approach, we begin our SD-inspired approach with the training data shown in 

Table 2. However, we then engage in an additional data-processing stage in which new, SD-inspired 

variables are calculated from the S, I, R data. First, for each epidemic, we use S, I, R data from all 100 time 

periods to estimate the mean values of the parameters  and  for that epidemic, using the Trust 

Region Reflective (Pedregosa et al., 2011) algorithm for estimating parameter values in non-linear systems, 

as implemented by the curve_fit function of the scikit-learn Python package. For epidemic , let 

 and  be the estimated mean values of   and  . Next, recall that the feedback loops in the SFD 

for this epidemic system are governed by the mathematical terms  and . For a 

given time period t in epidemic i, we can estimate the values of these terms using the expressions 

 and . Next, we can use these estimates to estimate, for any time period t, the 

accumulation of both quantities up to t: 

 

. 

Finally, for any three-time-period interval, we calculate the polarity of an accumulation  via the following 

equation: 

. 

At last, we are in a position to define our training data for the SD-inspired approach. As in the baseline 

condition, our training data has the form ,(𝑥.1, 𝑦1), . . . , (𝑥.9,800, 𝑦9,800)	-, where each 𝑥." is a feature vector in 

a d-dimensional real vector space (in the baseline approach, d=9; here, it will be the case that d=2) and each 

𝑦" is a real number output. However, in the SD-inspired condition, each feature vector 𝑥." is a two 
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dimensional vector whose components are the polarities of the accumulations  and  over the interval 

from time period t-2 to time period t, which each 𝑦" remains the value of the binary variable representing 

whether the effective reproduction number at t is greater than or less than one. 

 We train a neural network with two input neurons, two two-neuron hidden layers where each neuron 

has the rectified linear unit activation function, and a single-neuron output layer with a sigmoid activation 

function. By matching the number of neurons in each hidden layer to the number of inputs, we ensure as 

much of a like-for-like structure as possible between this neural network and the one trained in the baseline 

condition. As in the baseline condition, we train this neural network for 150 epochs. The trends in accuracy 

and loss are shown in Fig. 6; training accuracy quickly converges to a value just below 98%, with minor 

fluctuations, while loss quickly approaches zero, bottoming out at approximately .07. 

 

 

Fig. 6: Accuracy and Loss across all training epochs for the SD-inspired approach. 



Leveraging Loop Polarity to Reduce Underspecification in Deep Learning 

19 

Comparing the Two Training Approaches 

 See Fig. 7 for a visual comparison of the two approaches. As should be clear from the figure, the 

sole difference between the baseline and SD-inspired approach is that the latter introduces several 

intermediate data-processing steps, with the goal of generating a training data set consisting solely of: 1) 

estimations of the polarities of the accumulations of key mathematical quantities governing loop behavior 

at each time period t, and 2) the ground truth of the binary effective reproduction rate at time t. Importantly, 

Fig. 7: Comparison of the Baseline and SD-Inspired approaches. 
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all of the quantities used in these processing steps are estimated from data. One needs only the original S, 

I, R data to derive them. Thus, the two methods are eligible for apples-to-apples comparison; they begin 

with the same training data, and share the goal of finding an accurate algorithm for estimating the binary 

effective reproduction rate. 

Testing the Two Approaches 

 Recall that our goal in this paper is to determine whether an SD-inspired approach to deep learning 

helps ameliorate the problem of underspecification. Recall in addition that one of the primary pieces of 

evidence for a model being underspecified is that it fails to perform well when tested in an out-of-

distribution (OOD setting). To this end, we generated 20 simulated epidemics using the same techniques 

used to generate our training data, except that the transmission and recovery rates were now, at each time 

step, sampled from the following distributions: 

 

. 

Thus, the transmission rate is now sampled from a distribution with a mean of 5 (as opposed to the mean 

of 1 used to generate the training data) and the recovery rate is now sampled from a distribution with a 

mean of .01 (as opposed to the mean of .1 used to generate the training data). Thus, these 20 simulated 

epidemics constitute a decided distributional shift from the setting in which training data is generated. For 

each three-time-period interval in each of the 20 OOD epidemics, we use both the model trained using the 

baseline approach and the model trained using the SD-inspired approach to predict the binary effective 

reproduction rate from the S, I, R data. We then record the average accuracy of each model across all 20 

epidemics. 

Results 

 Fig. 8 shows the results of this test for both models across all 20 epidemics. Clearly, the SD-inspired 

approach generalizes well outside of distribution, with the SD-inspired model retaining its accuracy across 

the distribution shift, while the accuracy of baseline approach declines relative to its training accuracy in 
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the out-of-distribution regime. Indeed, a paired t-test found that the difference in accuracy between the two 

models across all time periods in all 20 epidemics is highly statistically significant ( , ). 

Note further that the comparatively poor performance of the baseline model is not attributable to a paucity 

of training data. When we scale up the training data to include 1,000 simulated epidemics (as opposed to 

100 in our original experiment) we do not see a change in results.  

Discussion 

 Our findings from this computational experiment have broader implications for the optimal 

functioning of the deep learning model development pipeline. As discussed throughout this paper, at a high 

level of abstraction, a typical workflow in developing deep learning applications involves: 1) observing 

data from a system, 2) devising a mathematical representation of that data, 3) training a neural network 

model on that data, and 4) using that data to make OOD classifications. Our results demonstrate the 

importance of data representation in the success of this pipeline. Choices that we make about how data is 

represented as it is measured and collected influence the training of neural network classifiers, which in 

turn influence the success of these models in OOD testing scenarios. Importantly, implementing the polarity 

Fig. 8: Performance of the Baseline and SD-Inspired approaches on 20 out-
of-distribution epidemics. 
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scheme for representing data requires domain knowledge of the kind that is emphasized in the practice of 

system dynamics. Namely, one must know the summands of the ODEs that represent the dynamics of a 

system, recognize their accumulations as corresponding to the feedback loops that compose the overall 

data-generating system, and know that measuring their polarity is key to inferring the overall polarity of 

the number of infected people. This is a perspective on the data that requires some background in 

epidemiology and the modeling of dynamical systems; unlike the raw data representation, it cannot be 

measured from an entirely naive perspective on the nature of the data-generating process. 

 The perspective on the nature of dynamical systems that recommends decomposing those systems 

into feedback loops and measuring the polarity of those loops is not one that is well-established in existing 

deep learning practice. The results here indicate that in at least some contexts, this perspective should be 

established, as it can enable data representations that allow for more accurate classification of OOD data. 

To this end, we recommend that, throughout the development of the deep learning pipeline and the 

development of artificial intelligence applications more broadly, developers should draw on the literature 

in system dynamics. They should also receive input - in the form of causal theories - from system dynamics 

practitioners, problem domain experts, and stakeholders. This is especially true in the data representation 

stage of the pipeline, where the emphasis is not on designing optimal architectures for function 

approximation, but is instead on how to interpret and optimally represent the outputs of a data-generating 

process. It is at this earlier (but still deeply important) stage that domain-specific causal theories with 

reduced epistemic uncertainty about the nature of the data-generating can be leveraged to enable better 

OOD performance. 

 Note that a certain amount of systems dynamics knowledge was required in order to implement our 

enhanced, SD-inspired deep learning pipeline. To implement this pipeline, one must be able to articulate 

mathematically (i.e., in terms of differential equations) the structure of the data generating process. One 

must also have a qualitative sense of the feedback loops (as captured by CLDs and stock-and-flow models) 

that could be potentially driving system behavior. Finally, one must be able to merge these quantitative and 

qualitative approaches in order to know which parameters of the system to estimate and how to use these 
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estimations to calculate the polarities of the accumulations of the loops. Given the success of this approach 

that we have demonstrated here, and in light of both deep learning’s increasing prevalence and its well-

known difficulties with underspecification and brittleness, we close by encouraging system dynamics 

practitioners to seek opportunities to use their expertise to improve the robustness of real-world deep 

learning pipelines. Indeed, we hope that the example given here will empower systems dynamics 

practitioners to influence and improve the model-building pipeline fueling the current AI revolution.  

 Thus, even though our choice to focus on the polarity of the accumulations of loops may be at least 

somewhat idiosyncratic to the case of the SIR model, one can still draw a more general conclusion from 

what we have presented. By representing the causal structure of the DGP using a stock-and-flow diagram, 

we were able to extract summary statistics from our data that were highly informative as to overall system 

behavior. These summary statistics measured structural features of the DGP. By training a neural network 

using these statistics, we effectively trained a neural network to encode an understanding of the structure 

of the DGP, rather than merely encoding statistical patterns in the data produced by the DGP. Moreover, 

these summary statistics had lower dimensionality than the summary statistics extracted from the raw data, 

which meant that the neural network that we trained to use these summary statistics to classify system 

behavior had fewer parameters, and while still performing better than the model trained on raw SIR data. 

We take these results to demonstrate how taking an SD-inspired approach to deep learning can help us not 

only the robustness, but also the efficiency, of the deep learning pipeline.  

 There are several concrete avenues for future work that would build on our findings here. First, we 

note that the polarity framework is just one example of the many ways that experts in system dynamics 

have formalized the concept of understanding system behavior. In future work, we aim to explore whether 

other SD-inspired methods can show similar fecundity in reducing underspecification in deep learning. For 

example, one could extract summary statistics from the data produced by a system quantifying features 

other than the polarities of the accumulations of loops. These features should still be mappable to qualitative 

features of a stock-and-flow model. Examples include, but are not limited to, loop gain (Kampmann 1996),  

link scores and loop scores (Schoenberg et al., 2020), the relative delay of a path through a stock-and-flow 
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model (Schoenenberger et al., 2021), the pathway participation metric measuring the impact of a loop of 

stock behavior (Mojtahedzadeh et al., 2004), and the loop impact measure that also quantifies the impact 

of a loop on stock behavior (Hayward and Boswell, 2014). These summary statistics could then be subjected 

to a sensitivity analysis to measure their correlation with important behaviors of the overall system (Bier, 

2011). Promising correlates could then be used within deep learning pipelines that produce neural networks 

that ultimately encode a structural understanding of a given DGP. These kinds of sensitivity analyses will 

not only facilitate the construction of robust, SD-inspired deep learning pipelines, but will also help SD 

practitioners quantify and improve the robustness of their own SD models, independently of any deep 

learning applications. This potential avenue for future work does raise an important limitation for our 

findings here. It may be that one can use SD-inspired models to identify useful summary statistics, but that 

the available data does not allow those statistics to be calculated or estimated. In practice, this will, in at 

least some contexts, be a significant constraint on the applicability of our methods. 

Second, we plan to extend our results beyond the synthetic setting and demonstrate similar 

performance of our approach on real-world data sets. Third, while we have demonstrated the feasibility of 

our approach in a specific case study, we hope in the near future to both extend our approach to other 

dynamical systems beyond the SIR model, and to provide a theoretical guarantee or closed-form proof of 

the general ability of the our framework to improve out-of-distribution classification of system behavior. 

Fourth and finally, we note that we have focused here on system understanding, which we operationalize 

as the ability to classify the global behavior of a system at a point in time based on the behavior of its 

component parts at that same point in time. In future work, we plan to explore whether the techniques 

developed here can be extended to the predictive setting, and used to anticipate and predict the temporal 

evolution of a system.  
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